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1. Introduction

1.1 What is sleep Apnea

Sleep Apnea is a serious disorder caused by the interruption of breathing during sleep. This can cause the people to stop breathing for several times (even hundreds) if not treated properly. It can affect people of any age. But when the babies are affected with the condition they tend to not get up and keep on sleeping which may risk their lives. There are two types of sleep apnea

1. Obstructive sleep apnea
2. Central sleep apnea

1.1.1 Obstructive Sleep Apnea

This is caused by the partial or complete halt of airway despite the ongoing efforts to breathe. When the muscles in the throat relaxes causing the soft tissue in the back of the throat to collapse blocking the airway. This results in partial or complete pauses of breathing which may last at least up to 10 seconds. Most commonly it lasts from 10s to 30s. Brain responds to the causing an arousal from the sleep thus returning the breathing back to the normal state. If this pattern can happen for hundreds of times during the sleep causing a fragmented sleep. Most people with the condition will snore loudly or frequently with periods of silence when air flow is reduced.

OSA can happen to any age group but is very common with middle and older age. About 80 percent of the people with OSA remains. The OSA is measured by AHI (apnea hypopnea index). This is the average apneas and hypopneas that happens during an hour of sleep. Based on that it can be categorized into three namely mild OSA (5 - 15 AHI), moderate OSA (15 - 30 AHI), severe OSA (more than 30 AHI).
Risk groups

- Overweight
- Males with long necks
- People with abnormalities on tissues in neck
- Adults and children with Down Syndrome
- Children with large tonsils

Effects

- Fluctuating oxygen levels
- Increased heart rate
- Chronic elevation on daily blood pressure
- Mood changes
- Impaired concentration
- Increased risk of strokes

1.1.2 Central Sleep Apnea

This is caused by the breathing interruption caused by the way brain functions. In this case the brain ceases to try breathing. This happens because the brain fails to send signals to muscles. This may also occur by existing conditions such as heart failure or stroke. So treatment is done by treating the existing condition and also by using a device to assist breathing or to supplement oxygen.

Symptoms

- Abnormal breathing patterns
- Abrupt awakening with a short breath
- Insomnia
- Hypersomnia
- Difficulty in concentration
- Mood changes
- Morning headaches
- Snoring
Causes

Central Sleep Apnea can occur by many conditions that affects the ability of the brain-stem. Cause varies with the type of central sleep apnea.

- Cheyne-Stokes breathing - this is associated with heart failure and stroke. Characterized by gradual increase and decrease in breathing effort.
- Drug-induced apnea - Taking certain medications such as opioid or codeine sulphate may cause breathing to become irregular
- High-altitude periodic breathing - this occurs when you are exposed to very high altitude

1.2 Available solutions

1.2.1 Pulse oxymetry

Pulse oxymetry is a technique of measuring the oxygen concentration of the blood. If a child is suffering from OSA his/her blood oxygen level drops down suddenly. Sometimes the blood oxygen drop could be a result of some other problem as well. But still, since the biggest problem with OSA is the reduction of the oxygen supply to the brain, pulse oximeters are a good enough OSA detection technique.

Pulse oximeters should be connected to the skin with underlying veins present. Usually, they are connected to the fingers in adults. But for infants, they are connected to the earlobe.

1.2.2 Acoustics

Acoustic techniques used to detect OSA consists of microphones and sound processing. The microphones try to sense the sound of the breathing of the infant. These sound signals are then processed to identify anomalies in the pattern. The disadvantage of this technique is that the sound of breathing is of low strength and therefore the noise in the background can make it very difficult to analyze the breathing sound.

1.2.3 Video processing

There are several published work on diagnosing OSA with video processing.

- Noninvasive Monitoring System for Early Detection of Apnea in Newborns and Infants - Querétaro State University, UAQ Querétaro, México
  The approach is to find the rate of breathing by the fourier tranform of the
time series of the grey scale values of a set of pixels. This algorithm is sufficient for cases where the only movement in the video is breathing. External disturbances will cause wrong results for this algorithm.

- **Automated Detection of Newborn Sleep Apnea Using Video Monitoring System - Indian Institute of Technology, Kharagpur, India**
  The algorithm is based on keeping track of the total intensity of a region of interest. The problem with this algorithm is that it does not take into account any actual shape of the infant. The intensity of the region can change drastically with lighting condition changes. These changes are taken as false positives in the algorithm.

1.3 **Our solution**

We propose a non invasive solution based on video processing. The infant is observed by a video camera which is connected to a single board computer (Raspberry pi) which analyzes the video feed to diagnose breathing anomalies. The camera is turned to a proper orientation for the observation using a robotic arm.

1.3.1 **Advantages of our solution**

- Our solution is 100% non intrusive.

- The camera node could operate independently with the inbuilt battery cells. There is no need even for internet connection for the primary functionality.

- Our camera can automatically detect the baby and orient itself to the correct position intelligently using the robotic arm.

- The *breathing detection algorithm* is automated than the previous work found. (The existing algorithms require human intervention to detect interesting regions etc.)

- The *breathing detection algorithm* is accurate than the existing algorithms.
2. Implementation

This Chapter gives a step by step guide to implement and develop the whole system including the hardware, software, network and security components. The source code can be obtained from:

https://github.com/TeambiteCode/Sleep_Apnea_Detection/tree/master/releases/v1

The system has been tested, and the testing methods have been specified in this document. Nevertheless if there are any issues post them under issues in aforementioned Github repository.

2.1 Device

This device is packaged with a Raspberry Pi 3B module, Raspberry Pi Camera module and 2 servo motors.

![Preview of the device](image)

Figure 2.1: Preview of the device

2.1.1 Pre requisites

The requires libraries and programs are installed by the `install.sh`. The following is the list of pre requisites, installation commands and their contribution for
NON SIMPLETON users

**MQTT**

pip install paho-mqtt

**Python2.7**

If python3 is already installed in the system please remove it before proceeding. This can complicate things when installing python libraries.

*Note:* Currently opencv3 cannot be installed to python3 in raspberry pi. If it is necessary to install in python3, there is a tedious way to install opencv3 to python3 in raspberry pi 3. This is not recommended!

To uninstall python3,

```bash
sudo apt-get remove python3
```

**Numpy**

pip install numpy
This is used for faster numerical calculations.

**Scipy**

```bash
sudo apt-get install python-scipy
```

The pip package manager's release does not have binaries compiled to the raspberry pi architecture. apt has the working version.

**Opencv 3**

```bash
sudo apt-get install OpenCV-Python
```

There are numerous ways to install opencv and interface it with python. But most of them lack binaries for the raspberry pi architecture for certain algorithms. Compiling the opencv source by yourself and the apt's release works.

### 2.1.2 FSM and Run at startup

When the device starts the service, initially it will be in the ready state. In this state the device will take user input through the push down button in order to start the analysis and communicate with the server. When the button is pressed, the device will go to adjust camera state where the module automatically adjust the camera angle to direct it to the infant. When the camera is rotated accordingly, the state will change to analysis. In this state a video of the infant will be recorded and analyzed. The processed information will be sent to the server for further analysis. If the analysis state needs to adjust the camera, the state will be changed and this will be repeated continuously.
2.1.3 Network setting

The network settings are set up when the code is inserted to the node. It is explained in the section **Downloading the software**

2.1.4 Reading input

The device reads the input from the Raspberry pi camera. The camera is directly connected to the device using the camera port in the raspberry pi. To take the user input, a push down button is available to reset the device and start the service. The input from the push down button is connected to the device using GPIO pin 11. In order to remove the unnecessary bouncing effects, 300ms software de-bouncing has been applied.

2.1.5 Rotating Camera

Given different lighting condition the detection of baby by the camera becomes the most primitive task. There are two servo motors connected to the device to turn the camera and adjust the angle of the camera to direct it to the infant. These motors are powered by the raspberry pi itself. Motor shield was not used to power the motors because the angle that the motors rotate are controlled by the software itself with a safe margin. Also the motors does not absorb much power because the camera and the equipment holding the camera is lightweight and the current drown by the power bus in the raspberry pi is capable of supplying the current required for the motors.

The control signal to the servo motors are sent using GPIO pins 12 and 13 in the raspberry pi 3 module. Hardware PWM is used to give the control signal through these pins because using software PWM is consuming CPU and it might not be accurate when other processes are running concurrently. Since the hardware PWM should be controlled by changing the registry values in the raspberry pi, using pure python it is difficult to adjust these parameters. therefore, a third party software *pigpio-daemon* was used. This application should be running in background in order to change the hardware PWM values from python. This can be accomplished by connecting to a port that is used to communicate with the application and sending required commands through that port.

2.1.6 Pin Mapping

Apart from the pins mentioned above, GPIO pin 21 is used to connect the LED as a output to the user to identify the state in which the device is in.
2.1.7 Detecting the breathing pattern

Operation

This part of the program,

- detects the breathing pattern
- analyzes it
- writes it to a detailed pdf report on the device
- transmits the results to the server

Code

The code for this algorithm is present at https://github.com/TeambiteCode/Sleep_Apnea_Detection/tree/master/Algos. Following is a detailed description for someone who wants to implement the algorithm themselves in a different language etc.:

Detailed algorithm

The algorithm we propose have several steps.

- The video is taken in as an array of 8 bit unsigned integers.
The video is fed to the **Canny edge detection algorithm**. The OpenCV implementation of this algorithm is used. The result is a black and white video stream on where the white corresponds to the edges and black to the rest.

\[ E(t)_{H \times W} \text{ is the edge matrix.} \]

\[
E(t,x,y) = \begin{cases} 
1 & \text{if } E(t,x,y) \text{ is an edge.} \\
0 & \text{if } E(t,x,y) \text{ is not an edge.}
\end{cases}
\]

The region of interest \( A_0 \) is chosen.

\( (x,y) \in A_0 \)

\( x \in [x_0, x_1], y \in [y_0, y_1] \)

As of now our algorithm requires a manual input for this region.
We hope to automate this parameter during the time from 3rd phase evaluation to the final evaluation.

- The centroid $C_0(t)$ of the edges in $A_0$ is calculated for every $t$
  
  $C_0(t) = (x_{c0}(t), y_{c0}(t))$
  
  $x_{c0}(t) = \frac{\sum_{(x,y) \in A} E(t,x,y) \times x}{\sum_{(x,y) \in A} E(t,x,y)}$
  
  $y_{c0}(t) = \frac{\sum_{(x,y) \in A} E(t,x,y) \times y}{\sum_{(x,y) \in A} E(t,x,y)}$

  Special case:
  
  $(x_{c0}(t), y_{c0}(t)) = (\frac{x_0 + x_1}{2}, \frac{y_0 + y_1}{2})$ when
  
  $\sum_{(x,y) \in A} E(t,x,y) = 0$

- Then the velocity of the centroid $v_{c}(t)$ is calculated by,
  
  $v_{c}(t) = (x_{c0}(t) - x_{c0}(t-1))\hat{i} + (y_{c0}(t) - y_{c0}(t-1))\hat{j}$

- The direction along which the velocity of the centroid $v_{c}(t)$ lie is calculated using the **Principle component analysis** as follows,

  Write $v_{c}(t)$ as a row vector
  
  $v_{c}(t) = \left( \begin{array}{c} v_{c}(t) \cdot \hat{i} \\ v_{c}(t) \cdot \hat{j} \end{array} \right)$
\[ v(t) = \begin{pmatrix} v_x(t) & v_y(t) \end{pmatrix} \]

Make a matrix by taking 10 such readings and arranging them as rows,

\[
V(t) = \begin{pmatrix}
v_x(t) & v_y(t) \\
v_x(t-1) & v_y(t-1) \\
v_x(t-2) & v_y(t-2) \\
... & ... \\
v_x(t-9) & v_y(t-9)
\end{pmatrix}
\]

Find the mean of these rows,

\[
\bar{v}_x(t) = \frac{1}{10} \sum_{i=0}^{9} v_x(t-i)
\]

\[
\bar{v}_y(t) = \frac{1}{10} \sum_{i=0}^{9} v_y(t-i)
\]

Then find the difference matrix,

\[
D(t) = V(t) - \overline{V(t)} = \begin{pmatrix}
v_x(t) - \bar{v}_x(t) & v_y(t) - \bar{v}_y(t) \\
v_x(t-1) - \bar{v}_x(t) & v_y(t-1) - \bar{v}_y(t) \\
v_x(t-2) - \bar{v}_x(t) & v_y(t-2) - \bar{v}_y(t) \\
... & ... \\
v_x(t-9) - \bar{v}_x(t) & v_y(t-9) - \bar{v}_y(t)
\end{pmatrix}
\]

The covariance matrix \( C(t) \) is calculated by,

\[
C(t) = D(t)^T D(t)
\]

\( C(t) \) is decomposed into
\( C(t) = P(t)D(t)P^{-1}(t) \) using eigen value decomposition.

\[
P(t) = \begin{pmatrix}
    w_{1x(t)} & w_{2x(t)} \\
    w_{1y(t)} & w_{2y(t)}
\end{pmatrix}
\]

and

\[
D(t) = \begin{pmatrix}
    \lambda_1(t) & 0 \\
    0 & \lambda_2(t)
\end{pmatrix}
\]

Here the \( P(t) \) has the eigen vectors,

\[
w_{1x(t)} = w_{1x(t)} \hat{i} + w_{1y(t)} \hat{j}
\]

\[
w_{2x(t)} = w_{2x(t)} \hat{i} + w_{2y(t)} \hat{j}
\]
\( D(t) \) has their corresponding eigen values \( \lambda_{1(t)} \) and \( \lambda_{2(t)} \).

The bigger value of \( \lambda_{1(t)} \) and \( \lambda_{2(t)} \) is chosen (let it be \( \lambda_{1(t)} \) ) and the corresponding eigen vector \( w_{1(t)} \) gives the direction of the breathing.

The unit vector along this direction is calculated for the next steps,

\[
u(t) = \frac{w_{1(t)}}{\|w_{1(t)}\|}\]

• Now we have \( u(t) \) and \( v(t) \). Projecting the velocity vector in the unit vector of direction gives a scalar parameter \( s_{0(t)} \) that can be used to determine breathing.

\[
s_{0(t)} = u(t) \cdot v(t)
\]

Figure 2.6: \( s_{0(t)} \)

• \( s_{0(t)} \) undergoes two smoothing techniques to give,

\[
s_{1(t)} \leftarrow \text{adaptive filtered } s_{0(t)}
\]

\[
s_{2(t)} \leftarrow \text{gaussian blurred } s_{1(t)}
\]

\[
s_{1(t)} = s_{0(t)} \times 0.8 + s_{0(t-1)} \times 0.2
\]

Gaussian blurring is done with \( 15\sigma \) radius.

• The graph \( s_{2(t)} - t \) looks as follows,

• The peaks are found using the technique,

\[
s_{2(t)} > s_{2(t-1)} \text{ and } s_{2(t)} \leq s_{2(t+1)} \Rightarrow s_{2(t)} \text{ is a peak.}
\]
The peaks are marked as following.

Figure 2.7: $s_2(t)$ with peaks marked

- The breathing intervals are calculated as the time between two peaks.

<table>
<thead>
<tr>
<th>Breath number</th>
<th>Time for cycle / (ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1200</td>
</tr>
<tr>
<td>2</td>
<td>1230</td>
</tr>
<tr>
<td>3</td>
<td>1050</td>
</tr>
<tr>
<td>4</td>
<td>1050</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
</tr>
</tbody>
</table>

Table 2.1: Breathing time interval report

2.1.8 Communication

The system uses MQTT protocol to communicate. This was implemented using paho-MQTT library by eclipse. The client publishes to 3 subtopics under the main topic: \textit{user\_name/device\_ID}.

The three subtopics are:

- **Data**
  The device publishes the actual data to this topic. The data is sent as a json message with two parameters: Timestamp, Array of data. The timestamp helps in identifying duplicates and ordering. The array of data is used to plot the graph.

- **Connection**
  This is the last will topic of a device. When a device disconnects (expected or unexpected manner) the broker identifies this and publishes a disconnect message to the topic. Therefore when the device connects it publishes 1 to this topic to denote that it is active and when it disconnects, the broker...
publishes 0 to this topic to denote that it is inactive (This is used in the Web interface).

- Alert
  The algorithm provides timely alerts when there is a possibility of sleep apnea. The device publishes to this topics in case such an alert occurs. (This feature has been disabled due to the high number of false positives. To enable please change the flag in config.ini to true).

2.1.9 Security

The communication between Node and the Broker was secured using multiple techniques. All these features are provided by paho-MQTT library. The security features are actually implemented in the Broker but the device must be configured to use them. Read the security section under broker for further details.

- Authenticate
  Each device has device ID and access token. By combining the device ID with the user name each device would have a unique ID (Different user could have device with same device ID therefore user name and device ID are combined). The combined ID acts as the MQTT user name and the access token acts as the password. These two are used to authenticate the device.
  The MQTT user name and password are stored in the config.ini file and is read using read function in the configparser library. Then the user name and password can be set using username_pw_set function in the MQTT library.

- Access Control
  Each device has a particular topic to which it could publish. The device doesn’t have permission to publish to any other topics unless the device ID and the access token are changed. The topic to which the device can publish is: user_name/device_ID and the device can publish to any subtopic under it.

- Encryption
  The communication uses TLS encryption to communicate with the Broker. Since the authentication send the password this is a must. It also ensures confidential transmission of data.
  No application level encryption is used since the MQTT model uses multiple subscriber publisher model and this would make key exchange much more complicated. Multiple subscribers imply that all the clients would need to know the key which makes it impractical.
  TLS certificate was obtained from the broker and can be set using tls_set function in the MQTT library.
2.1.10 Testing

Each segment was initially tested as a separate unit and finally they were connected together and tested. The information regarding the tests are as follows:

Camera Alignment

1. First, the functionality of the camera is tested. Video feed taken using the camera was communicated to a computer using a communication protocol and the received video was displayed in computer screen. The color, sharpness, intensity of the camera module was tested in order to configure correct parameters.

2. Localization of the abdomen of the infant was tested using prerecorded videos. They were analyzed in a computer and results were obtained from three different types of videos. Results are shown below. White mask is the predicted abdomen area, using filtering techniques and connected component analysis.

3. The correct rotation of the camera module is tested using a picture of the infant and gently moving the image. It is verified that the camera follows the image with given configurations. Note: This algorithm cannot identify sudden movements. But it won't be a problem since infants cannot move their body quickly.

Figure 2.8: Baby detection algorithm
Breathing pattern detection

- Since the video data set was not labelled, the testing required labelling as well.
- A user friendly interface for video frame labelling was developed.
- The accuracy of the algorithm was tested by comparing the results of the algorithm to the human labelled data.
- The results of the testing were used to tune the parameters of the algorithm such as
  - Radius of Gaussian filters

![Diagram: Unit testing of the algorithm to improve accuracy]

Figure 2.9: Unit testing of the algorithm to improve accuracy

MQTT Communication

Since Communication cannot be tested as a separate component, it was tested together with the broker. Refer Testing Under Broker.

Integration testing

The full system has been only tested with data sets since we are still awaiting a response from the medical faculty to test the equipment.
2.2 MQTT Broker

MQTT plays a huge role in this system since all the real time data are send directly to the user instead of using the server. MQTT uses a publisher-subscriber mechanism (as opposed to client-server). This ensures that single client can write/listen to multiple topics while multiple clients can write/listen to the same topic. This is a form of m-n communication and, if applied in a client-server model could be slow and inefficient. To do this efficiently and in real time, MQTT was chosen. MQTT messages are much more smaller (small headers) thus offer high throughput, but cannot support larger messages. In our case this is not a problem since messages sent are small is size.

Code for broker implementation can be obtained from: https://github.com/TeambiteCode/Sleep_Apnea_Detection/tree/master/Mosquitto.

The MQTT broker was implemented independent to the server. This made testing easier, system more secure (Breach in one system would keep the other intact) and gave much more flexibility while developing specific features. This would also allow us to deploy them on different servers.

Therefore the Broker must communicate with the server through a separate mechanism. In our case two MQTT clients with the following names were used:

- Admin - Runs with the broker. Controls Broker
- Server - Runs with the client. Communicates Broker
This is the only pathway through which the broker and server communicate and transfer information. It is used when signing in or registering new device. The Server publishes to the Admin topic to which the Admin listens and the Admin publishes to the server topic to which the Server listens. Since this is a one to one communication it uses AES algorithm to encrypt the data.

The implementation of MQTT client Admin is explained in this section and the implementation of MQTT client Server is explained in the next section.

2.2.1 Mosquitto

Mosquitto is used as the MQTT Broker. It can be installed as follows:

```
sudo apt-get install mosquitto
```

The MQTT broker listens to 3 ports:
- 1883 (MQTT without TLS)
- 8883 (MQTT with TLS)
- 9001 (Websocket)

The listeners can be opened using `listener` in Mosquitto config file (mosquitto.conf). The protocol of each listener must be specified. All other configuration are available in the default mosquitto config file. Configuring the security features are explained in the next section.

2.2.2 Admin

The admin client is much similar to the MQTT client in the device. It is a python based client created using paho-MQTT library. Only the differences are explained in this section.

Code for admin implementation can be obtained from: [https://github.com/TeambiteCode/Sleep_Apnea_Detection/tree/master/Mosquitto/Admin](https://github.com/TeambiteCode/Sleep_Apnea_Detection/tree/master/Mosquitto/Admin).

- The client has a user name ("Admin") and password previously set and these are specified in static files (Static files explained under security/authentication).
- The admin is subscribed to the topic . This is the global wild card and as a result the admin gets all the messages. Since admin is a superuser it has access to all the topics. Thus the Admin can communicate with both the server and the devices.

The subscription to this particular topics can be done using the `subscribe` function in the MQTT library. The admin publishes to the Server topic. This is done using the publish function.
• Admin controls the MySQL database used by Broker and connection to this is made using MySQLdb connector library for python.

• In addition to TLS protection the admin uses application level encryption. To implement this, AES algorithm and Diffie-Hellman Key Exchange protocol is used. (Explained under security). Authentication and acl are also explained in security.

The Admin MQTT-client provides the following functionality.

Register Device
When a device is registered the Server MQTT client sends a message to this topic with the user name and password (encrypted). Admin decrypts it and then hashes the password before adding it into the user table.

User login
All real time updates are sent directly from the MQTT broker (Not the server) thus the user needs access to these topics. When a user logs in Server (MQTT client) authenticates the user and sends a message to this topic with the user name and password (encrypted). Admin adds a temporary entry in the user table with the user name and creates a temporary access token for the user. Then in the acls table the Admin gives access to these topics to the user.

Then every time the Server requests for a config.js file, it checks database and creates a config.js file with the user name, password, topic, host, port, etc. and send it to the Server (MQTT Client) by publishing it to the topic "Server". When the server requests the config file, if the user name is not present in the table it doesn’t add a new entry but instead sends the config.js file with no user name, thus the client would get a 404 error.

The admin ensures that these entries are temporary using 4 flags:

1. last will - When a client disconnects a message is posted to the disconnect topic by the broker. This is the last will topic. The admin listens to this and removes the entry when the user disconnects. Disconnection occurs if user logs out or closes tab.

2. keep-alive - When the client switches from one page to another the connection closes, but the entry should not be deleted (since he is still logged in). In this case a 300s keep-alive condition is configured in client so the broker doesn’t publish to last will topic even if the client disconnects. Once the client reconnects the broker identifies this and keeps the connection alive.

3. persistence_limit- If the temporary entry exists indefinitely it is dangerous. Thus a persistence limit of 1hr is configured. The broker disconnects the connection after this time period and posts to the last will topic. The admin
deletes the entry. The client tries to reconnect when disconnected and as a result a new connection with the broker is made using a new temporary entry.

4. QOS - During the disconnection some information would be lost. In order to avoid this, a QOS of 1 is set for each client. As a result the broker would store the last message to each topic and when a new user connects it would send that message.

2.2.3 Security

The broker implements security at multiple levels. At the network level a firewall is used. At transport level it uses TLS encryption. Apart from this authentication and access control in done using auth plugin by jpmens. Communication between broker and server is done using a MQTT client at each end and the communication between these 2 clients are encrypted using AES. Diffie-Hellman Key Exchange protocol is used for key exchange. Since sensitive information such as passwords are interchanged this encryption is a must.

- Firewall
  The firewall blocks all other ports except for 1883 (MQTT without TLS) 8883 (MQTT with TLS) and 9001 (Websocket). Firewall was implemented using ufw (Uncomplicated Firewall) in linux (Mosquitto runs on Linux). Firewall can be enabled using `ufw enable` command
  All incoming and outgoing traffic could be blocked using `ufw default deny incoming` and `ufw default deny outgoing` commands
  The particular ports were allowed using `ufw allow <port_no>` command.

- Authenticate
  Authentication is done using mosquitto auth plugin with MySQL backend.

  1. Mosquitto auth plugin can be obtained from github,
  2. Open config.mk and change both files and mysql to yes and then make
  3. Next open a blank text file and add the static user name and passwords (In our case the admin client and server client
     admin : admin
     server : server
  4. Convert to password file using following command:
     `mosquitto_passwd - c filename`
  5. Include this in the mosquitto.conf file using auth_opt_password_file option.
6. Create a database in MySQL with table "users" with columns "id", "username", "password" and "super". Each time a device is registered, the username and hashed password would be added to this database by Admin MQTT client. Each time a user logs in, Admin does the same thing.

7. Finally open mosquitto.conf file and include the auth plugin. This includes setting the auth_plugin, auth_opt_backend, host, port, user, pass, etc.

- Access Control
  Access control is done in a hierarchical manner:

  ![ACL Diagram](image)

  Figure 2.11: ACL

  A user has read access to all the device topics, but the device has read write access to only its device topic as shown in the diagram.

  ACL is also implemented using mosquitto auth plugin.

1. Open the same database in MySQL as in authentication and create a new table "acls" with columns "id", "username", "topic" and "rw". Each time a new device is created admin (MQTT client) adds it to acl with the corresponding topic. Each time a user logs in admin adds a temporary entry.

2. Since the configuration in the conf file has been done in the previous step no need to repeat.
• Encryption

The communication uses TLS encryption to communicate with the devices and users. It was done using the following steps.

1. A new certificate was created as follows:
   
   openssl genrsa -out server.key 2048
   openssl req -new -out server.csr -key server.key

2. The certificate was self signed (It can be signed using a CA as well) as follows:
   
   openssl genrsa -des3 -out ca.key 2048
   openssl req -new -x509 -days 1826 -key ca.key -out ca.crt
   openssl x509 -req -in server.csr -CA ca.crt -CAkey ca.key -CAcreateserial -out server.crt -days 360

3. The generated certificate was added to the broker and the mosquitto.conf file was configured to include it.

4. The public certificate was added to the device.

Apart from this the communication between Admin and Client uses AES encryption and DH key exchange. AES encryption is implemented using cryptodome package and DR key exchange is implemented using pyDH package. Both these packages can be installed using pip. The steps are as follows:

1. Install necessary packages as follows.
   
   pip install cryptodome
   pip install pyDH

2. The key exchange is done using DiffieHellman() and gen_public_key() functions and the shared key is generated using gen_shared_key() function in the pyDH library.

3. Now that we have the shared key, the key is converted to AES usable key using AES.new() function and the encryption and decryption are done using encrypt_and_digest() function and decrypt_and_verify() function respectively. Note that the function creates both the cipher text and the tag where the tag is used for verification.

Finally the broker could be run.

To start database:

```
sudo service mysql start
```

To start Broker:

```
mosquitto -c mosquitto.conf
```
2.2.4 Testing

Code for broker testing can be obtained from:

Mosquitto provides mosquitto_pub and mosquitto_sub libraries for testing purposes but these were not used since their usage is limited. Instead MQTTlens was used to test which gives much interactive way to visualize the output.

There are no standard tests for testing mosquitto thus, the method used was based on trial and error. Multiple test cases(python clients) were created. This included clients with different user names, passwords, topics, anonymous clients (without setting username or password). On the other hand the tests were verified by using the mosquitto log and MQTTlens.

The log was redirected to "stdout" by setting the log_dest in the mosquitto.conf file. The connections, disconnections and failures were observed through the log. This was used to verify that the user had to use the correct user name and password, and the TLS file had to be specified if connecting to specific port. Anonymous users were blocked on specific ports, and all other connections to unspecified ports failed. (When wrong user name or password is given the connection is refused, so the client disconnects, but if the client tries to connect to unspecified port, the firewall blocks the connection and as a result the connection fails and an error message would be displayed on the clients side. The only successful connections were, when both the user name and password were present in the mosquitto back end database. Therefore it was confirmed that the firewall and the authentication mechanism were functional.

The MQTTlens was subscribed to the topic (multilevel) wild card with the user name "admin" and password "admin". Since admin is a super user, it could listen to all the topics. The test for access control was done using this. The mosquitto log would not display even if a client tried to publish / subscribe to an unauthorized topic. But the publish/subscribe mechanism could be checked using a super user with access to all topics. Successfully connected clients from the previous stage were used to publish and subscribe to multiple topics. While the admin received all the messages, only the authorized clients, were able to publish / subscribe to particular topics. ie: The admin only received messages published by clients with access to particular topics. Therefore it was verified that the ACL mechanism was functional as well.
2.3 Server

The server-side was designed using python based django and rest-framework. As of django initially to facilitate the production environment it comes with a lightweight django server and a SQLite database. Thus the production was initially done using django's server. Since it is a lightweight production level server in order to facilitate a better deployment value the project was later transferred to an Apache server in deployment. Since the project required a site with separate clients with critical data it became necessary to build a reliable user login and session management system. So django's default login schema which facilitated session based user login system was used.


The functionality provided by django is explained below:

2.3.1 Signup

For the signup part each attributes were obtained separately and were obtained and processed to validated for existence and then where assigned to django's basic authentication models. When sending passwords via a the post method to avoid the theft of then sha256 algorithm was used with 100000 iterations and the final hash was stored in the server for further authentication purposes. Rest of the data where sent in a normal manner so that it can facilitate a faster access when needed since they are not a one time used attribute in a session.

2.3.2 Login

When logging in the same strategy of obtaining the password and sending the hash to the server for further processing was used for security purposes. Once the login is facilitated relevant user was saved in the session so that the user can access the data without having to signing in every single time.

2.3.3 Register device

In the model a user was allowed to hold several devices. Thus in the schema devices are created with the users as a primary key. Addition devices where facilitated by the use of two particular ways. One was via the interface. Second one was with a json request to the rest api along with the user authentication (since a browser is not used). The devices were also responsible for the addition of data. Since we have to deal with a million data points it made sense to break the data into easily processable chunks. Thus data points were primary keyed with the time stamps associated with them and the respective devices. The data insertion was facilitated via a json response through the rest api thus enabling the devices
to automate the process rather than someone inserting via an interface all the time. The data can also be retrieved via the time stamps facilitating a better data transportation. And both the time data and the device data were denied even the read only access for an unauthorized party.

2.3.4 Delete device

The deletion of devices similar to the registering were facilitated via both the interface and json response thus giving the user the option of an automated device management if the need arises. The device related data was set to cascade on device deletion thus saving memory. Apart from them via a json response with the authentication the ability to delete data with time stamps were also used.

2.3.5 Logout

Logout process was done by just removing the user details saved in the session data.

2.3.6 Security

Improper implementation of the database can lead to a sql injection problem. By the use of django’s default user model a default check on sql requests were made manually to prevent the improper access to the sql database. At the meanwhile a malicious user can do a Cross-Site Request Forgery (CSRF) by the use of another page to send requests on behalf of the user to obtain sensible data. So when doing the post requests a CSRF token which is a non guessable and protected by HTTP’s access control random number generated by the server is added to the forms. Thus the use of this large token enabled only the right client to make requests on their behalf. And as far as password transaction via a HTTP is concerned to protect it and sha256 hashing was used as mentioned before. And for the rest api’s since the data is sensible an authentication only access schema was set thus even denying the read only access to the non authenticated users.

2.3.7 MQTT Client

As explained in the previous section a MQTT client with the user name “server” runs on the server side. This is used to communicate with the Broker. Since the broker doesn’t actually listen, the communication is done with another client in the broker side (Admin) and in turns admin does the necessary changes in broker. The Server publishes to the topic admin Server to which the Admin listens and the Admin publishes to the topic server to which the Server is subscribed. The publish and subscribe would be referred as send and receive.

For security the MQTT client uses pyDH and cryptodome. These sections were explained earlier (The implementation is the same. Refer Admin, Security
"Server" MQTT client provides two functions:

Register Device

When a device is registered the broker should be notified.
MQTT client sends a message to Admin with the user name and password (encrypted). The publishing is not done like any previous methods (creating a client then publishing) but instead it is done using a single line helper function. The helper function (Also provided by paho-MQTT library) is a one line implementation, which is used when a single message needs to be sent or received. The implementation is as follows:

```python
single("admin", payload=client.json, qos=1, hostname="<MQTT_host>", port=8883, auth={'username':"Server", 'password':"server"},
    tls = {'ca_certs':"<ca_certs>"}, protocol=mqtt.MQTTv311, transport="tcp")
```

User login

When a user logs in the Django does the authentication. If successful, Server (MQTT client) gets the user and sends a message to the Admin with the user name and password (encrypted).

Then every time the user requests for the config.js file, the Server (MQTT Client) sends a message to the Admin with the user name and the topic needed. Then the Server waits for the reply from the Admin. Once received, this file is sent to the user. Therefore instead of dynamically creating this at the Server, the config file is made by the broker (The way the admin handles this requests is explained in the admin section).

The sending message is done using the helper function as mentioned in the previous topic. The receiving message is done as follows.(The name of function is simple):

```python
msg = simple("server", qos=0, msg_count=1, retained=False,
    hostname="<MQTT_host>", port=8883,
    auth={'username':"Server", 'password':"server"}, tls = {'ca_certs':"<ca_certs>"},
    protocol=mqtt.MQTTv311, transport="tcp")
```
The simple function is available in the `paho.mqtt.subscribe` library. Notice that `retained` is `False`. This is important to make sure that retained messages are not received. Apart from this the `hostname` and `tls` needs to be set like the previous method. Once received, this message is sent to the user.

These actions should be triggered when the user requests for the `config.js` file. This is done by making a view for this particular URL in Django and including these functions inside the view. When a `config.js` file is requested, the server sends a request to admin and the admin replies the `config.js` file which is then redirected to the user.

### 2.3.8 Testing

The server is made with certain schema for models and the database. But when it came to testing we had to check about their perfection. So tests were necessary. But running a buggy test on the main database may ruin the structure and the data in it. Thus for the testing purpose a new database was formed, a copy of the original one with the test period as it’s lifetime and the unit tests where done on them. First the test was done for the creation of objects of the database model. Then the url mappings and rendering where validated along with the views that managed the mapping. When the tests where done they where done divided by their functionality rather than a whole. This unit testing mechanism helped us identify the bugs easier and faster.

### 2.4 Web Interface

The Web interface plays a huge part, since most of the dynamic contents are generated at the users machine using MQTT client rather than enforcing it from the server. Therefore the workload on the server would be reduced whereas the workload on the broker would increase. Note that the MQTT broker uses publish subscriber mechanism therefore the incremental workload is negligible. Also Note that the usage of users resources would be similar (Server Push vs MQTT).

The Web interface was developed using HTML, CSS, javascript. Apart from these the following libraries and plugins were used:

- Bootstrap
- MetisMenu
- DataTables
- Flot
- Eclipse Paho JavaScript client
The web interface consists of multiple components. Each component of the Web Interface is described below.

### 2.4.1 Navigation Bar

The navigation bar is included in all the pages. The navigation has two sections: the top bar and the side bar.

- **Top Bar**
  - The top bar provides two features: logout and alerts. The alert is done using MQTT JavaScript client. The client obtains the config.js file from the server. It mentions the topic as `<username>/+/alert` (where + is a single topic wildcard; therefore, any alerts from devices belonging to that particular user will be listened by this client). Therefore, whenever the device sends an alert, the web interface displays it by adding it to the list.
  - The logout functionality is implemented in the server (Refer server).

- **Side Bar**
  - The side bar is used to go to multiple pages. It uses the metis menu package which makes the menus much more interactive.

### 2.4.2 Dashboard

The dashboard provides alerts as to when a device is connected or removed. It uses Bootstrap alerts div to show the alerts but the functionality is implemented using a MQTT JavaScript client. A request is made to the server and it returns the config.js file. It specifies two topics: `<username>/+/alert` and `<username>/+/connection`. Therefore, whenever a device belonging to the particular user connects/disconnects or whenever an alert is sent, it would be notified to the user. The MQTT message is read and an alert is created and added to the dashboard list.

### 2.4.3 Add Device

The add device uses a form. The devices can be added using this form. The implementation is explained in the server.

### 2.4.4 Device List

Device list uses DataTable which provides a more interactive way to visualize tables. The population of the table is done in the server. Apart from this, it provides a delete device functionality which is also implemented in the server.

The table has a specific column known as active which is used to see if the device is active. This is done using MQTT JavaScript client. The client subscribes to `<username>/+/connections` topic. Whenever a device connects/disconnects, a message is published to this topic. Depending on the message and the device ID, the active value corresponding to a device is changed to green (active) or red.
(inactive). (Here the "+" is a wild card for and device_id and by splitting the topic, the 2nd part of the topic would give the device ID)

2.4.5 Charts

The charts is done through flot. This provides a way to plot real time moving charts.
The data for the charts is obtained using MQTT javascript client. The client subscribes to <username>/<device_id>/data topic. When the message is received, it pushes(enque) the data to the existing queue and plots the queue. If the queue overflows that additional length is removed (deque).
3. Downloading the software

The software for the node device and the server (in case you want to run your own server without using http://isad.teambitecode.com) is released as open-source code in https://github.com/TeambiteCode/Sleep_Apnea_Detection

The latest release as of now is v1 available at https://github.com/TeambiteCode/Sleep_Apnea_Detection/tree/master/releases/v1.

For the ease of use, tarballs of the code is released here


Following are the instructions on getting, setting and running the code.

3.1 Device


3.2 Server - webserver and MQTT broker

  tar -xvf server.tar cd server sudo chmod 700 install.sh sudo ./install.sh

4.1 Introduction

4.1.1 Sleep apnea
Sleep Apnea is a serious disorder caused by the interruption of breathing during sleep. This can cause the people to stop breathing for several times (even hundreds) if not treated properly. It can affect people of any age. But when the babies are affected with the condition they tend to not get up and keep on sleeping which may risk their lives.

4.1.2 The system
This is a non invasive solution based on video processing. The infant is observed by a video camera which is connected to a single board computer (Raspberry pi) which analyzes the video feed to diagnose breathing anomalies. The camera is turned to a proper orientation for the observation using a robotic arm.

4.1.3 Process overview
The system uses a high definition camera to monitor the baby and a powerful single board computer to process the video to identify the breathing pattern and asses it for anomalies in order to detect sleep apnea using intelligent algorithms. The unit communicates with the web server over the internet which provides an user friendly interface for the doctors and parents to see the reports.

4.2 Features

- Measurement and storage of breathing pattern
- Real time alerts
- Our solution is 100% non intrusive.
- The camera node could operate independently with the inbuilt battery cells. There is no need even for internet connection for the primary functionality.
• Our camera can automatically detect the baby and orient itself to the correct position intelligently using the robotic arm.

• The breathing detection algorithm is automated than the previous work found. (The existing algorithms require human intervention to detect interesting regions etc.)

• The breathing detection algorithm is accurate than the existing algorithms.

4.3 Quick Start up

This section explains quicker way to test the main functionality of the system.

1. Website
   (a) Go to http://isad.teambitecode.com/
   (b) Signup
   (c) Login
   (d) Register the device.

2. Device
   (a) Connect to device
   (b) Open config.ini file.
   (c) Specify user name, device id and access token (Same as registered device).
   (d) Press reset button

Now the status LED must become stable after some time. If you press the analyze button next to the device in the device list menu you must be able to observe the graph being plotted.

4.4 Device Installation

• Connect the device to the computer LAN

• Use a **SSH client** to connect to the node

• Enter the following commands
  ```bash
  wget http://teambitecode.com/projects/sleep-apnea-detection/node.tar
  ```

• Now the device could be used anywhere in the building via wireless network.

**Note:** In case the Wi-Fi router restarts, please reset the node as well. Make sure the router is functional and able to connect when the node starts.
4.4.1 Power requirement

The device requires to be powered using a 5v 2A (minimum) power supply. The OEM power supply (5v 2.5A) provided by RaspberryPi would be ideal, but any other power supply that fulfills the condition would suffice.

4.4.2 Network configuration

In case the network configuration changes (ie. the wifi network ssid or password changes), connect to the node via ssh and enter the following commands. [language=bash] export WIFI = [New Wifi network ssid name here] export WIFIUSER = [New Wifi username here] export WIFIPASS = [New Wifi password here] sudo./savewificonfig.sh sudo reboot -h now

4.4.3 Configuring Communication

The system communicates with the web server, therefore if the communication must be successful, first the device must be registered.

1. Open config.ini in file.
2. Set username, device_id and access_token.

If the device has been registered in the website and the configurations have been set up properly, then the status LED must be steady after some time after resetting the device.

4.4.4 Configuring Camera

The camera can be controlled manually or through the infant detection algorithm + camera rotation mechanism provided. To chose between these two options follow these steps:

1. Open config.ini in file.
2. Change auto_cam value under cam_conf
   1 - automatic camera rotation
   0 - manual control

If the configuration has been done properly then the status LED must blink before becoming steady after pressing the reset button if the status LED blinks for some time before becoming steady, then the automatic camera rotation works fine. The status LED blinks during the rotation phase and after completion LED becomes steady.

Note: Please make sure that the camera is pointing towards the infant when the system starts up. If the infant is not in the line of sight of the camera, automatic rotation of the camera will not work as intended!
Note: The infant should now wear any cloths in the stomach area. Because this device uses the movement of the stomach to identify the breathing patterns. Therefore, make sure not to wear any cloths in abdomen (t-shirts) or put any cloths on top of the infant (towel or small pieces of cloth that are used to wrap around the infant)

Warning: Do NOT keep the device close to the infant. When the camera is too close, the video taken might not be suitable/out of focus to process. Also, if the device is too close, the infant might unknowingly tamper the device and the infant might get hurt.

4.4.5 Device Reset

The device reset button could be used in case the device malfunctions or if the configurations have been changed

1. Press the reset button.

2. Wait for the LED to turn on (blink/ steady).

4.5 Starting the Node functionality

4.5.1 Starting services

When the node boots to the Operating System root user, it automatically starts the services on system start-up. If this does not happens you can manually start the services by running the services.py python file on the default directory.

You can start the nodes functionality when the service is running. Press the button once to start the node. At the beginning the camera with rotate to focus on the infant. Afterwards, the algorithm will run while collecting breathing information.

Note: Do not change the camera position manually when the algorithm is running. If you want to change the camera position. Reset the device first.

4.6 Using the web interface

The device communicates with the server to provide live alerts and plot graphs. In order to facilitate this the user must sign up and the device must be registered.

1. Go to www.isad.teambitecode.com/

2. Signup by providing user name, email and password. (If you haven’t created an account already)
3. Login using user name and password.

4.6.1 Registering device
Device registration requires a unique device ID and an access token which is used to authenticate the device. (Note that the access token cannot be changed (for security reasons), therefore if forgotten the device must be removed and registered back again).

1. Go to Add devices menu under Devices.
2. Enter Device ID (unique) and access token.
3. Click Register.

To ensure that the device has been registered go to the Device list menu under devices.

4.6.2 Delete device
1. Go to Device list menu under Devices.
2. Click delete button next to the device.
3. Click Ok to confirm.

To ensure that the device has been deleted go to Device list menu under devices.

4.6.3 View Breathing pattern
1. Go to Device list menu under Devices.
2. Click analyze button next to the device.

Now you should be able to view the graph being plot.
4.7 Screenshots

Figure 4.1: Signup page

Figure 4.2: Login page
Figure 4.3: Breathing pattern reports

Figure 4.4: Notifications
Figure 4.5: Add device

Figure 4.6: List of devices
### Django administration

**Change user**

**Username:** Baby

**Password:**

```
algorithm: pkcs#2, sha256
salt: 005600760099001100340057007a001c
nonce: 00000000000000000000000000000000
hash: 054280c866b843f71f00c866b843f71f
```

Raw passwords are not stored, so there is no way to see this user’s password, but you can change the password using this item.

**Personal info**

- **First name:** Baby
- **Last name:** One
- **Email address:** Baby1@gmail.com

**Permissions**

- **Active:**
  - Designates whether this user should be treated as active. Unselect this instead of deleting accounts.
- **Staff status:**
  - Designates whether the user can log into this admin site.
- **Superuser status:**

---

**Figure 4.7: Device administration**
5. Project Information

5.1 Budget

<table>
<thead>
<tr>
<th>No.</th>
<th>Item</th>
<th>Unit Price (/LKR)</th>
<th>Quantity</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>Raspberry Pi 3 Model B</td>
<td>10,000.00</td>
<td>1</td>
<td>10,000.00</td>
</tr>
<tr>
<td>2.</td>
<td>Raspberry Pi Camera</td>
<td>800.00</td>
<td>1</td>
<td>800.00</td>
</tr>
<tr>
<td>3.</td>
<td>Servo motors</td>
<td>400.00</td>
<td>2</td>
<td>800.00</td>
</tr>
<tr>
<td></td>
<td><strong>Total</strong></td>
<td></td>
<td></td>
<td><strong>11,600.00</strong></td>
</tr>
</tbody>
</table>

Table 5.1: Budget

5.2 Time line

<table>
<thead>
<tr>
<th>Jan</th>
<th>Feb</th>
<th>Mar</th>
<th>Apr</th>
<th>May</th>
</tr>
</thead>
<tbody>
<tr>
<td>W1</td>
<td>W2</td>
<td>W3</td>
<td>W4</td>
<td>W1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W2</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W3</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W4</td>
</tr>
<tr>
<td>W1</td>
<td>W2</td>
<td>W3</td>
<td>W4</td>
<td>W1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W2</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W3</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W4</td>
</tr>
<tr>
<td>W1</td>
<td>W2</td>
<td>W3</td>
<td>W4</td>
<td>W1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W2</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W3</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W4</td>
</tr>
<tr>
<td>W1</td>
<td>W2</td>
<td>W3</td>
<td>W4</td>
<td>W1</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W2</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W3</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>W4</td>
</tr>
</tbody>
</table>

- Reading the published work
- Obtaining the equipment
- Obtaining the videos
- Developing a working algorithm
- Improving the algorithm
- Implementing a hardware prototype
- Improving the hardware
- Building the rotating mount
- Device - server communication
- Implementing the web interface
- Testing

Table 5.2: Timeline of the project
END